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1 Research Context and Problem Statement

An important practice that programmers often find tedious and time-consuming is testing their code.
However, unless code is properly analyzed and executed, no one can guarantee its functionality and correct-
ness. Today, society is so reliant on software that a minor bug in the code can cause major inconveniences
in our daily lives. Examples include: identify theft, device malfunctions, or even glitches in video games.
Still, many software engineers struggle to create effective test cases and fail to see the importance of testing.
This can be attributed to the lack of proper reinforcement during their education [4]. Students in software
engineering courses find testing to be trivial and uninteresting. To ensure that students learn proper software
testing during their programming education, we want to create a method to facilitate the process.

Since software testing is such a broad subject, we’ve decided to narrow our
focus to statement coverage. Statement coverage is a principle within software
testing where the user tries to have every statement executed to verify its func- i+ function (int x) {
tionality. Rather than testing every input the code could execute, statement if(x > 3) {
coverage reduces the number of test cases and maximizes the amount of code

covered [1, 4]. This form of testing allows for the developer to avoid redundant Sl
tests and code. }
Therefore, complete statement coverage is one of the most simple and funda- if(x > 5) {
mental criterion to follow for building test cases. Yet, it is often overlooked by BeEEE
even professional developers. Achieving higher statement coverage is directly }
correlated with the likelihood of identifying more defects and increasing the return x;

dependability of software [5, 6, 7]. Consider the code in Figure 1, by applying }

the principles of statement coverage, inputting integer values greater than five

as the parameter of the function would cover more lines than integer values less

than five. Using this approach, it would be more efficient for the tester because Figure 1: Sample code il-
there are fewer test cases to write and review. Simultaneously, it is also more lustrating how statement
efficient for the program because there are fewer test cases to run. coverage can be applied

Even though the importance of statement coverage is emphasized, the lack
of enthusiasm that students have when learning the subject greatly diminishes what they actually learn [10].
Therefore, researchers have turned towards gamification as a potential countermeasure [4]. Gamification
can be defined as the application of gaming elements into other areas of activity. From previous studies on
specific elements in gamification, it had been concluded that the most frequent and effective components
in the context of education were a leader board system, level progressions, a point/scoring system, and
animations/avatars [2, 3]. According to Khaleel and Sahari, these elements of gamification were proven to
have positive effects on a student’s motivation, learning skills, and amusement [9].

Taking these studies into account, a reliable, gamified version of statement coverage has yet to be created
as a learning supplement. However, with the compelling attributes of gamification, we can directly address
the problems surrounding software testing education. Through a new learning environment, we hope that
students will feel more engaged and motivated. Then if the gamification process of statement coverage
education is successful, we will expand it to more principles in software testing.

2 Proposed Solution

In this section, we will illustrate how gamification features can keep players engaged and entertained
while they learn about statement coverage.

In order to do so, we will create a game that teaches statement coverage. The game will display an
executable function with parameters, where the goal is to execute all lines of code within the method. To



achieve this goal, the player will have as many attempts as they need to decide what argument(s) will execute
new lines of code and the functionality to pass in those arguments will be provided. Referring to the code
in Figure 2, if the player were to pass in the integer four, the program would print stars next to the lines
executed as seen in Figure 3.

int function{int x) { int function{int x) {
if(x > 3) { = if(x » 3) {
it * i
1 & 1
J J
iffx < 1) { * if(x < 1) {
WH--; W--3;
} }
return x; * return x;
¥ ¥
Figure 2: Sample level of the game before Figure 3: Sample level displaying how the game could
any attempts look after one attempt

After each attempt, if all the lines of code have not been executed, the player will have another attempt
at choosing an argument(s) for the method to run. This process will continue until all the lines of code in
the given method are executed, at which point every line will have stars next to them, concluding the level.
This program will serve as our basic template for learning statement coverage without gamification elements.

After building the basic structure of our game, we will be developing gamification elements that will make
the game more enjoyable and engaging. Some examples we hope to implement is a scoring system, a leader
board, and awards/achievements. We hypothesize that these gamification elements will further increase the
level of engagement and motivation the game can provide, which will help students learn about statement
coverage.

In the gamified version, after a level finishes, a score will be given based on the number of attempts taken.
Players who solve the level in fewer attempts will receive higher scores than those with more attempts. Using
this scoring system, players will be incentivized to execute the lines of code in the least amount of attempts,
which correlates back to the principles of statement coverage.

Our version of the leader board will be determined by the final score of each player with the highest
scoring players being presented on the leader board for each specific level. We anticipate that the player will
be motivated to perform better after seeing their place on the leader board.

Furthermore, awards/achievements will be granted after the players have completed certain tasks within
the game. Much like the studies aforementioned, we speculate that our awards/achievements system will
also make players more engaged and inspired to learn more about the respective topic.

A potential improvement is to create a graphical interface through the Unity game engine that will
allow users to immerse themselves in a better gaming environment. The user experience is an important
factor in creating a game and is crucial in producing an engaging game. Previous works have shown that
merely adding levels and leader boards were insufficient in giving the students an enjoyable experience. In
fact, exaggerated validation in the form of visuals and sounds has immense effects in making the player feel
involved [8].

3 Evaluation and Implementation Plan

3.1 Evaluation Plan

To evaluate whether gamification is effective within statement coverage education, we will conduct an
experiment that focuses on the player’s enjoyment, understanding, and engagement. Within this experiment,
we will have two separate groups: one that plays our game without any of the gamification elements (control
group) and one with the gamification elements (experimental group). The control group will play a version



of our program that does not include the option to: see their score, compete against a leader board, or
other features that will be added in. The experimental group will have access to all those components of the
game. Each group will be asked to complete the same nine levels of the game, but the last three levels will
be optional. Consequently, we will be able to determine their level of enjoyment by observing which players
decided to play the additional optional levels. However, our prime method of measuring the enjoyment,
understanding, and engagement of the player will be by giving them a survey before and after they play the
game.

Due to that fact that our results depend on how much the players will learn, we will be specifically
targeting novice programmers who do not understand statement coverage because they will have the most
room for growth and improvement. Additionally, to minimize the possibility of confounding variables such
as race, age, and gender, the participants chosen will have a diverse set of backgrounds.

After the participants are selected, they will be brought into a private computer lab for the experiment.
Then, the player will fill out a pre-game survey through a Google form. The survey will ask for the player’s
demographics such as gender, age, ethnicity, currently enrolled CSE courses, etc. In terms of logistics, the
survey will also ask for their experiences and prior knowledge of statement coverage. These responses will
serve as our base data, enabling us to measure the growth of each participant after they play the game.
Once they finish the game, we will provide another Google form, asking the user for general feedback and
their levels of engagement, enjoyment, and understanding of statement coverage. These surveys provide us
with crucial data to assess the validity of our experiment.

Based on the optional levels and responses of the surveys, if the experimental group retains more players
for the optional levels and has positive feedback in the surveys, then we can determine that the gamification
features were successful. However, if the results between the two groups do not significantly vary, then it
can be deduced that gamification process did not work in the context of statement coverage education.

While our research is limited to the gamification of statement coverage within software testing, it will be
able to open the doors to the gamification of other software testing elements. The gamification of software
testing education is relatively new, but future research will be able to build on our results to find more
efficient gamification techniques.

3.2 Timeline

Even though an implementation of a Unity-based GUI would help us compare a gamified version of
the game to a non-gamified design more clearly, the time commitment required to do so precludes us from
pursuing a GUI. Therefore, our timeline revolves around objectives that are absolutely necessary to perform
the experiment. The most efficient way to test our hypothesis is to focus on a text-based game on the
terminal and to implement the most basic gamification features. Thus far, we have developed three out of
our projected nine levels with gamified elements of a scoring system and a leader board. Also, pre-game
and post-game surveys have been created to gather crucial feedback. We do not need more than nine levels
because we will be focusing on applying, testing, and improving our gamification features throughout the
remainder of the year, outlined in our timeline below.



Fall Quarter 2019

Weeks 7-10

Read papers on gamification

Read papers on statement coverage

Consider gamification features to integrate
Implement the scoring features to game
Create 3 levels of the game

Create potential pre-game/post-game surveys.

A e

Winter Quarter 2019

‘Weeks 1-4

1. Record surveys from beta testers and adjust game accordingly
2. Implement the multiplayer feature to game

3. Create 3 additional levels of the game of medium difficulty

Weeks 4-7

1. Brainstorm level designs that could additionally test branch coverage
2. Implement 3 levels of harder difficulty

3. Settle on a name for the game

4. Start implementing graphical features

‘Weeks 7-10

1. Continue implementing graphical features

2. Continue to enhance aspects of game with responses from testers
3. Improve on version of the game without gamification features

Spring Quarter 2019

Weeks 1-3
1. Finalize game without gamification features
2. Start working on research poster

Weeks 3-5

1. Continue to adapt game to user feedback

2. Start experimenting and surveying user experiences of the game with/without gamification features
3. Develop poster related to research

Weeks 5-7

1. Continue to survey differences between game with/without gamification features
2. Make final revisions based off user feedback

3. Develop poster related to research

Weeks 7-10
1. Review data gathered to finalize results, conclude experiment, and brainstorm potential future research.
2. Finish summarizing research poster.
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Revision Notes

1. Switched out references utilized for Research Context and Problem Statement. We were unable to
explain how we build upon old references. With new references, we can connect to our research.

2. Changed the organization of Research Context and Problem Statement so that it’s easier to fol-
low and find the main problem.

3. Added citations for new references.

4. In Research Context and Problem Statement, defined statement coverage and gamification more
clearly. Also, we connect the two topics to our research better.

5. Revised proposed solution entirely.

6. Added and defined Agile Software Development and Single Responsibility Principle to Proposed
Solution.

7. Added the programming language we plan on using and the types of functions we are going to
use to Proposed Solution.

8. Added who we were going to test and how we are going to test them to our Evaluation.
9. Removed GUI from timeline.

10. Changed total levels from 30 to 12

11. Removed all iterations of a stand-alone ”this”

12. Explained how our surveys help us make changes and provided an example

13. Changed all references to BibTex

14. Added more references (6-10)



